**Objectives**

## ****1. Overview of HTTP Methods****

| **Method** | **Purpose** |
| --- | --- |
| GET | Retrieve resource |
| POST | Create resource |
| PUT | Update resource |
| DELETE | Remove resource |

Reference: [MDN HTTP Methods](https://developer.mozilla.org/en-US/docs/Web/HTTP/Methods" \t "_new)

**2. REST URL Naming Guidelines**

Use **nouns** (not verbs): /users, /departments

Use plural names: /products not /product

Nest resources logically: /departments/{id}/employees

Use query parameters for filtering/sorting: /employees?dept=HR&sort=name

Reference: [RESTful API Naming](https://restfulapi.net/resource-naming/" \t "_new)

**3. Spring Annotations**

| **Annotation** | **Description** |
| --- | --- |
| @RestController | Declares REST controller |
| @RequestMapping | Base path mapping |
| @GetMapping | Maps GET requests |
| @PostMapping | Maps POST requests |
| @PutMapping | Maps PUT requests |
| @DeleteMapping | Maps DELETE requests |
| @RequestBody | Binds JSON to Java object |
| @Valid | Enables validation on request body |

Reference: [Spring @RequestMapping](https://docs.spring.io/spring/docs/5.2.0.RELEASE/spring-framework-reference/web.html" \l "mvc-ann-requestmapping" \t "_new)

**4. Example Project Structure**

src/

├── controller/

│ └── UserController.java

├── model/

│ └── User.java

├── service/

│ └── UserService.java

├── exception/

│ └── GlobalExceptionHandler.java

**5. Example: User Entity with Validation**

import javax.validation.constraints.\*;

public class User {

private int id;

@NotBlank(message = "Name is mandatory")

private String name;

@Min(value = 18, message = "Age should be at least 18")

@Max(value = 100, message = "Age should be less than or equal to 100")

private int age;

@Email(message = "Invalid email format")

private String email;

// Getters and setters

}

**6. Controller with POST/PUT/DELETE**

@RestController@RequestMapping("/users")public class UserController {

@PostMapping

public ResponseEntity<String> createUser(@Valid @RequestBody User user) {

// save logic

return new ResponseEntity<>("User created", HttpStatus.CREATED);

}

@PutMapping("/{id}")

public ResponseEntity<String> updateUser(@PathVariable int id, @Valid @RequestBody User user) {

// update logic

return ResponseEntity.ok("User updated");

}

@DeleteMapping("/{id}")

public ResponseEntity<String> deleteUser(@PathVariable int id) {

// delete logic

return ResponseEntity.ok("User deleted");

}

}

**7. Global Exception Handler**

@ControllerAdvicepublic class GlobalExceptionHandler {

@ExceptionHandler(MethodArgumentNotValidException.class)

public ResponseEntity<Map<String, String>> handleValidationErrors(MethodArgumentNotValidException ex) {

Map<String, String> errors = new HashMap<>();

ex.getBindingResult().getFieldErrors().forEach(error ->

errors.put(error.getField(), error.getDefaultMessage()));

return new ResponseEntity<>(errors, HttpStatus.BAD\_REQUEST);

}

@ExceptionHandler(NumberFormatException.class)

public ResponseEntity<String> handleNumberFormat(NumberFormatException ex) {

return new ResponseEntity<>("Invalid number format", HttpStatus.BAD\_REQUEST);

}

}

**8. Testing with Postman / curl**

### POST (Create):

POST /users

Content-Type: application/json{

"name": "Alice",

"age": 25,

"email": "alice@example.com"}

### curl:

curl -X POST http://localhost:8080/users \

-H "Content-Type: application/json" \

-d '{"name":"Alice","age":25,"email":"alice@example.com"}'

**Significance of HTTP Method Types in RESTful Web Services**

RESTful Web Services are built on top of **HTTP**, and they use **standard HTTP methods** to perform **CRUD operations** (Create, Read, Update, Delete) on resources. Each method has a **specific semantic meaning**, which brings **clarity**, **consistency**, and **best practices** to API design.

**1. GET** – Read a resource

**Usage**: Retrieve a resource or a list of resources.

**Example**: GET /users/101 → Returns user with ID 101.

**Key Point**: Should not modify the state of the server (idempotent, safe).

### ****2. POST**** – Create a new resource

**Usage**: Add a new resource to the server.

**Example**: POST /users with body { "name": "Alice" }

**Key Point**: Not idempotent (each request creates a new resource).

### ****3. PUT**** – Update an existing resource

**Usage**: Replace the entire resource.

**Example**: PUT /users/101 with updated user details.

**Key Point**: Idempotent (multiple identical requests yield the same result).

### ****4. DELETE**** – Delete a resource

**Usage**: Remove a resource from the server.

**Example**: DELETE /users/101

**Key Point**: Idempotent (deleting same resource twice has no additional effect).

Important Clarification:

“The method type is just a classification and does not actually have the persistence implemented.”

This means that **HTTP methods only define the** intent **of the operation**, but **don’t perform any database actions on their own**.  
It’s the **application logic** behind these methods that:

Talks to the database

Stores, updates, or deletes data

Returns appropriate responses

For example:

POST /users alone won’t save anything unless you write logic in your controller and service layer to persist the data.

**RESTful Web Service resource naming guidelines**   
To ensure consistency, readability, and adherence to RESTful principles, follow the below guidelines when defining URLs for Web Services:

**Each resource should have a unique and specific URL**  
Example: /countries, /departments

**To get all resources**, use the **plural form** of the resource name  
Example: GET /countries

**To get a specific resource**, use the plural form followed by the identifier  
Example: GET /countries/{code}

**To create a resource**, use POST with the plural form in the URL. Data should be sent in the **request body**  
Example: POST /countries

**To update a resource**, use PUT with the plural form. Updated data should be in the **request body**  
Example: PUT /countries

**To delete a resource**, use DELETE with the plural form followed by the identifier  
Example: DELETE /countries/{code}

**For multi-word resources**, use hyphens -, not underscores \_  
Example: menu-item , menu\_item

Example Resource: Country

| **Method Type** | **URL** | **Description** | **Annotation** |
| --- | --- | --- | --- |
| GET | http://sample.api.com/app-name/countries | Get all countries | @GetMapping |
| GET | http://sample.api.com/app-name/countries/{code} | Get specific country | @GetMapping("/{code}") |
| POST | http://sample.api.com/app-name/countries | Create a new country | @PostMapping |
| PUT | http://sample.api.com/app-name/countries | Update a country | @PutMapping |
| DELETE | http://sample.api.com/app-name/countries/{code} | Delete specific country | @DeleteMapping("/{code}") |

**Note**: For a particular resource, the base URL should remain the same across all operations. In the controller, this can be defined at the class level using:  
@RequestMapping("/countries")

Method-Specific Annotation Mapping:

**Get all countries**  
@GetMapping

**Get a specific country**  
@GetMapping("/{code}")

**Create a new country**  
@PostMapping  
(Data should be sent in the body)

**Update a country**  
@PutMapping  
(Data should be sent in the body)

**Delete a country**  
@DeleteMapping("/{code}")

Modified CountryController (as per standard)

package com.cognizant.springrest.controller;

import com.cognizant.springrest.model.Country;import com.cognizant.springrest.service.CountryService;import org.springframework.beans.factory.annotation.Autowired;import org.springframework.http.ResponseEntity;import org.springframework.web.bind.annotation.\*;

import javax.validation.Valid;import java.util.List;

@RestController@RequestMapping("/countries") // Base URL for the resourcepublic class CountryController {

@Autowired

private CountryService countryService;

// Get all countries

@GetMapping

public List<Country> getAllCountries() {

return countryService.getAllCountries();

}

// Get a specific country by code

@GetMapping("/{code}")

public Country getCountry(@PathVariable String code) {

return countryService.getCountry(code);

}

// Create a new country

@PostMapping

public ResponseEntity<String> addCountry(@Valid @RequestBody Country country) {

countryService.addCountry(country);

return ResponseEntity.ok("Country created successfully");

}

// Update an existing country

@PutMapping

public ResponseEntity<String> updateCountry(@Valid @RequestBody Country country) {

countryService.updateCountry(country);

return ResponseEntity.ok("Country updated successfully");

}

// Delete a country by code

@DeleteMapping("/{code}")

public ResponseEntity<String> deleteCountry(@PathVariable String code) {

countryService.deleteCountry(code);

return ResponseEntity.ok("Country deleted successfully");

}

}

**Create RESTful Web Service to handle POST request of Country**

A new RESTful Web Service method is created in the CountryController class to handle a POST request. The method uses the @PostMapping annotation with the signature public void addCountry(). Inside the method, a logger is used to log the message "Start" to indicate the invocation of the service.

The controller looks as follows:

package com.cognizant.springrest.controller;

import org.slf4j.Logger;import org.slf4j.LoggerFactory;

import org.springframework.web.bind.annotation.\*;

@RestController@RequestMapping("/countries")public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@PostMapping

public void addCountry() {

LOGGER.info("Start");

}

}

After starting the Spring Boot application on port 8090, the endpoint can be invoked using the following curl command in Git Bash:

curl -i -X POST -s http://localhost:8090/countries

This command sends a silent POST request and displays the HTTP response headers. Upon successful execution, the expected output is:

HTTP/1.1 200Content-Length: 0Date: Tue, 01 Oct 2019 06:41:49 GMT

The log output in the Spring Boot console should display:

INFO [CountryController] - Start

Alternatively, the same POST request can be tested using Postman. In both cases, the appearance of "Start" in the console confirms that the POST method has been successfully invoked.

**Read country data as a bean in RESTful Web Service**

A RESTful Web Service method is created in the CountryController to read **country details from the request payload** using the @RequestBody annotation. The incoming JSON data is automatically converted into a Country object by Spring using Jackson.

The updated controller method is:

package com.cognizant.springrest.controller;

import com.cognizant.springrest.model.Country;import org.slf4j.Logger;import org.slf4j.LoggerFactory;import org.springframework.web.bind.annotation.\*;

@RestController@RequestMapping("/countries")public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@PostMapping

public Country addCountry(@RequestBody Country country) {

LOGGER.info("Start");

LOGGER.info("Country: {}", country);

return country;

}

}

Testing with curl

The REST endpoint can be tested using the following command:

curl -i -H 'Content-Type: application/json' -X POST -s \

-d '{"code":"IN","name":"India"}' http://localhost:8090/countries

### Expected Output:

HTTP/1.1 200

Content-Type: application/json;charset=UTF-8

Transfer-Encoding: chunkedDate: Tue, 01 Oct 2019 17:23:47 GMT

{"code":"IN","name":"India"}

Testing with Incorrect Attribute Name

If you intentionally provide a wrong attribute name, for example:

curl -i -H 'Content-Type: application/json' -X POST -s \

-d '{"code":"IN","nae":"India"}' http://localhost:8090/countries

### Expected Output:

HTTP/1.1 200

Content-Type: application/json;charset=UTF-8

Transfer-Encoding: chunkedDate: Tue, 01 Oct 2019 17:23:47 GMT

{"code":"IN","name":null}

In this case, name is not set because the attribute nae does not match any field in the bean.

SME Explanation: How Spring Converts JSON Payload to Bean

### ****Automatic Conversion using Jackson****

Spring Boot uses the **Jackson JSON parser** under the hood to convert incoming JSON into Java objects.

### ****How Mapping Works****

For each attribute in the JSON payload:

Spring constructs a method name using **InitCaps** (capitalizing the first letter).

It prefixes it with set to match the setter method of the bean.

Example:

JSON attribute: "name"

Becomes method: setName(String name)

Spring then uses **Java Reflection API** to find this method in the Country class and invoke it to set the value.

### 3. ****Object Creation****

Spring creates an instance of the Country bean using the default constructor.

It sets all the matching fields using their respective setter methods.

4. **Calling the Controller**

Once the bean is populated, Spring **passes it as an argument** to the controller method:

public Country addCountry(@RequestBody Country country)

Bean Naming Conventions

To enable proper mapping between JSON fields and Java fields, follow these conventions:

Field names should be in **camelCase** (e.g., countryName, countryCode)

Each field must have a corresponding **getter** and **setter**:

private String name;

public String getName() and public void setName(String name)

Correct conventions are important because Jackson relies on these method names to set and retrieve values.

**Validating country code**

To ensure data integrity and prevent malicious or invalid input, it's essential to apply field-level validation for all request payloads. In this scenario, the code property of the Country object must be validated to ensure it is **not null** and exactly **2 characters** long.

This is achieved using validation annotations in the Country model class. The @NotNull annotation ensures that the code is not missing, and @Size(min=2, max=2) ensures the code has exactly two characters. A custom message can be provided to clearly indicate validation failure.

The controller method addCountry() is responsible for handling POST requests. After logging the request start, it performs validation using the Validator API from javax.validation. If any constraint violations are detected, they are collected and returned to the client as a 400 Bad Request using ResponseStatusException.

### Country.java

import javax.validation.constraints.NotNull;import javax.validation.constraints.Size;

public class Country {

@NotNull

@Size(min = 2, max = 2, message = "Country code should be 2 characters")

private String code;

private String name;

// Getters and Setters

}

### CountryController.java

import com.cognizant.springrest.model.Country;import org.slf4j.Logger;import org.slf4j.LoggerFactory;import org.springframework.http.HttpStatus;import org.springframework.web.bind.annotation.\*;import org.springframework.web.server.ResponseStatusException;

import javax.validation.\*;import java.util.\*;

@RestController@RequestMapping("/countries")public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@PostMapping

public Country addCountry(@RequestBody Country country) {

LOGGER.info("Start");

ValidatorFactory factory = Validation.buildDefaultValidatorFactory();

Validator validator = factory.getValidator();

Set<ConstraintViolation<Country>> violations = validator.validate(country);

List<String> errors = new ArrayList<>();

for (ConstraintViolation<Country> violation : violations) {

errors.add(violation.getMessage());

}

if (!violations.isEmpty()) {

throw new ResponseStatusException(HttpStatus.BAD\_REQUEST, errors.toString());

}

LOGGER.info("Country: {}", country);

return country;

}

}

### Sample cURL Invocation

curl -i -H 'Content-Type: application/json' -X POST -s \

-d '{"code":"IND","name":"India"}' <http://localhost:8090/countries>

**OUTPUT:**

![](data:image/png;base64,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)

**Include global exception handler for validation errors**

In a RESTful web service, input validation is essential to ensure data integrity and protect against malformed or malicious requests. Rather than manually validating input in every controller, Spring Boot allows centralized validation using a **global exception handler**.

Spring provides the @ControllerAdvice annotation, which can be used to intercept and handle validation exceptions across all controllers. The validation is triggered automatically using the @Valid annotation in the controller method parameter.

The CountryController method uses the @Valid annotation to trigger validation based on the constraints defined in the Country bean:

@PostMappingpublic Country addCountry(@RequestBody @Valid Country country) {

LOGGER.info("Start");

LOGGER.info("Country: {}", country);

return country;

}

A global exception handler class is created to handle any validation errors that occur during the binding of the request payload to the Java object. This class extends ResponseEntityExceptionHandler and overrides the handleMethodArgumentNotValid() method. When a validation error occurs, this method is automatically called, bypassing the controller method itself.

package com.cognizant.springlearn;

import org.slf4j.Logger;import org.slf4j.LoggerFactory;import org.springframework.http.HttpHeaders;import org.springframework.http.HttpStatus;import org.springframework.http.ResponseEntity;import org.springframework.web.bind.MethodArgumentNotValidException;import org.springframework.web.bind.annotation.ControllerAdvice;import org.springframework.web.context.request.WebRequest;import org.springframework.web.servlet.mvc.method.annotation.ResponseEntityExceptionHandler;

import java.util.\*;import java.util.stream.Collectors;

@ControllerAdvicepublic class GlobalExceptionHandler extends ResponseEntityExceptionHandler {

private static final Logger LOGGER = LoggerFactory.getLogger(GlobalExceptionHandler.class);

@Override

protected ResponseEntity<Object> handleMethodArgumentNotValid(MethodArgumentNotValidException ex,

HttpHeaders headers,

HttpStatus status,

WebRequest request) {

LOGGER.info("Start");

Map<String, Object> body = new LinkedHashMap<>();

body.put("timestamp", new Date());

body.put("status", status.value());

List<String> errors = ex.getBindingResult()

.getFieldErrors()

.stream()

.map(x -> x.getDefaultMessage())

.collect(Collectors.toList());

body.put("errors", errors);

LOGGER.info("End");

return new ResponseEntity<>(body, headers, status);

}

}

When a request with an invalid country code is sent (e.g., one character instead of two), the validation fails before reaching the controller. The global exception handler intercepts the error, logs the start and end of the handling process, and returns a structured response.

**OUTPUT:**
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**Implement REST service for updating an employee**

### 1. Employee, Department, and Skill Validation Annotations

#### Employee.java

import javax.validation.constraints.\*;import com.fasterxml.jackson.annotation.JsonFormat;

public class Employee {

@NotNull

private Integer id;

@NotBlank

@Size(min = 1, max = 30)

private String name;

@NotNull

@Min(0)

private Double salary;

@NotNull

private Boolean permanent;

@NotNull

@JsonFormat(shape = JsonFormat.Shape.STRING, pattern = "dd/MM/yyyy")

private Date dateOfBirth;

@NotNull

private Department department;

@NotNull

private List<Skill> skillList;

// Getters and Setters

}

#### Department.java

public class Department {

@NotNull

private Integer id;

@NotBlank

@Size(min = 1, max = 30)

private String name;

// Getters and Setters

}

#### Skill.java

public class Skill {

@NotNull

private Integer id;

@NotBlank

@Size(min = 1, max = 30)

private String name;

// Getters and Setters

}

2. EmployeeNotFoundException.java

import org.springframework.http.HttpStatus;import org.springframework.web.bind.annotation.ResponseStatus;

@ResponseStatus(HttpStatus.NOT\_FOUND)public class EmployeeNotFoundException extends Exception {

public EmployeeNotFoundException(String message) {

super(message);

}

}

3. EmployeeDao.java

import java.util.\*;

@Repositorypublic class EmployeeDao {

private static List<Employee> EMPLOYEE\_LIST = new ArrayList<>();

public void updateEmployee(Employee updatedEmployee) throws EmployeeNotFoundException {

boolean found = false;

for (int i = 0; i < EMPLOYEE\_LIST.size(); i++) {

if (EMPLOYEE\_LIST.get(i).getId().equals(updatedEmployee.getId())) {

EMPLOYEE\_LIST.set(i, updatedEmployee);

found = true;

break;

}

}

if (!found) {

throw new EmployeeNotFoundException("Employee not found with id: " + updatedEmployee.getId());

}

}

public List<Employee> getAllEmployees() {

return EMPLOYEE\_LIST;

}

}

4. EmployeeService.java

import org.springframework.beans.factory.annotation.Autowired;import org.springframework.stereotype.Service;

@Servicepublic class EmployeeService {

@Autowired

private EmployeeDao employeeDao;

public void updateEmployee(Employee employee) throws EmployeeNotFoundException {

employeeDao.updateEmployee(employee);

}

}

5. EmployeeController.java

import org.slf4j.Logger;import org.slf4j.LoggerFactory;import org.springframework.beans.factory.annotation.Autowired;import org.springframework.web.bind.annotation.\*;

import javax.validation.Valid;import java.util.List;

@RestController@RequestMapping("/employees")public class EmployeeController {

private static final Logger LOGGER = LoggerFactory.getLogger(EmployeeController.class);

@Autowired

private EmployeeService employeeService;

@PutMapping

public void updateEmployee(@RequestBody @Valid Employee employee) throws EmployeeNotFoundException {

LOGGER.info("Start");

employeeService.updateEmployee(employee);

LOGGER.info("End");

}

@GetMapping

public List<Employee> getAllEmployees() {

return employeeService.employeeDao.getAllEmployees();

}

}

6. GlobalExceptionHandler.java (additional method for parsing errors)

import com.fasterxml.jackson.databind.exc.InvalidFormatException;import org.springframework.http.\*;import org.springframework.web.bind.annotation.ControllerAdvice;import org.springframework.web.context.request.WebRequest;import org.springframework.web.servlet.mvc.method.annotation.ResponseEntityExceptionHandler;

@ControllerAdvicepublic class GlobalExceptionHandler extends ResponseEntityExceptionHandler {

private static final Logger LOGGER = LoggerFactory.getLogger(GlobalExceptionHandler.class);

@Override

protected ResponseEntity<Object> handleHttpMessageNotReadable(HttpMessageNotReadableException ex,

HttpHeaders headers,

HttpStatus status,

WebRequest request) {

Map<String, Object> body = new LinkedHashMap<>();

body.put("timestamp", new Date());

body.put("status", status.value());

body.put("error", "Bad Request");

if (ex.getCause() instanceof InvalidFormatException) {

final Throwable cause = ex.getCause() == null ? ex : ex.getCause();

for (InvalidFormatException.Reference reference : ((InvalidFormatException) cause).getPath()) {

body.put("message", "Incorrect format for field '" + reference.getFieldName() + "'");

}

}

return new ResponseEntity<>(body, headers, status);

}

}

**OUTPUT:**

![](data:image/png;base64,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)

**Implement REST DELETE Service**

### ****1. EmployeeNotFoundException.java****

import org.springframework.http.HttpStatus;import org.springframework.web.bind.annotation.ResponseStatus;

@ResponseStatus(HttpStatus.NOT\_FOUND)public class EmployeeNotFoundException extends RuntimeException {

public EmployeeNotFoundException(String message) {

super(message);

}

}

**2. EmployeeDao.java**

import java.util.\*;import org.springframework.stereotype.Repository;

@Repositorypublic class EmployeeDao {

private static List<Employee> EMPLOYEE\_LIST = new ArrayList<>();

// DELETE method

public void deleteEmployee(int id) {

boolean removed = EMPLOYEE\_LIST.removeIf(emp -> emp.getId() == id);

if (!removed) {

throw new EmployeeNotFoundException("Employee not found with id: " + id);

}

}

public List<Employee> getAllEmployees() {

return EMPLOYEE\_LIST;

}

// For testing: Add method to insert employees

public void addEmployee(Employee employee) {

EMPLOYEE\_LIST.add(employee);

}

}

**3. EmployeeService.java**

import org.springframework.beans.factory.annotation.Autowired;import org.springframework.stereotype.Service;

@Servicepublic class EmployeeService {

@Autowired

private EmployeeDao employeeDao;

public void deleteEmployee(int id) {

employeeDao.deleteEmployee(id);

}

}

**4. EmployeeController.java**

import org.springframework.beans.factory.annotation.Autowired;import org.springframework.web.bind.annotation.\*;

@RestController@RequestMapping("/employees")public class EmployeeController {

@Autowired

private EmployeeService employeeService;

// DELETE endpoint

@DeleteMapping("/{id}")

public void deleteEmployee(@PathVariable int id) {

employeeService.deleteEmployee(id);

}

}

**OUTPUT:**

#### ****Case 1: Employee Found and Deleted****

**Request:**

DELETE http://localhost:8080/employees/101

**Response:**

Status: 200 OKBody: (empty)

Or (if customized in controller to return a message):

Status: 200 OK

Body:"Employee deleted successfully"

**Case 2: Employee Not Found**

**Request:**

DELETE http://localhost:8080/employees/999

**Response:**

Status: 404 Not Found

Body:{

"timestamp": "2025-07-11T15:35:00.456+00:00",

"status": 404,

"error": "Not Found",

"message": "Employee not found with id: 999",

"path": "/employees/999"}